[多线程中使用信号机制 pthread\_sigmask()](http://blog.csdn.net/i_am_jojo/article/details/7592219)

标签： [多线程](http://www.csdn.net/tag/%e5%a4%9a%e7%ba%bf%e7%a8%8b)[signal](http://www.csdn.net/tag/signal)[thread](http://www.csdn.net/tag/thread)[ubuntu](http://www.csdn.net/tag/ubuntu)[kill](http://www.csdn.net/tag/kill)[function](http://www.csdn.net/tag/function)

2012-05-22 19:31 4153人阅读 [评论](http://blog.csdn.net/i_am_jojo/article/details/7592219#comments)(0) [收藏](javascript:void(0);) [举报](http://blog.csdn.net/i_am_jojo/article/details/7592219#report)

![http://static.blog.csdn.net/images/category_icon.jpg](data:image/jpeg;base64,/9j/4QAYRXhpZgAASUkqAAgAAAAAAAAAAAAAAP/sABFEdWNreQABAAQAAABkAAD/4QN6aHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wLwA8P3hwYWNrZXQgYmVnaW49Iu+7vyIgaWQ9Ilc1TTBNcENlaGlIenJlU3pOVGN6a2M5ZCI/PiA8eDp4bXBtZXRhIHhtbG5zOng9ImFkb2JlOm5zOm1ldGEvIiB4OnhtcHRrPSJBZG9iZSBYTVAgQ29yZSA1LjMtYzAxMSA2Ni4xNDU2NjEsIDIwMTIvMDIvMDYtMTQ6NTY6MjcgICAgICAgICI+IDxyZGY6UkRGIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+IDxyZGY6RGVzY3JpcHRpb24gcmRmOmFib3V0PSIiIHhtbG5zOnhtcE1NPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvbW0vIiB4bWxuczpzdFJlZj0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wL3NUeXBlL1Jlc291cmNlUmVmIyIgeG1sbnM6eG1wPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvIiB4bXBNTTpPcmlnaW5hbERvY3VtZW50SUQ9InhtcC5kaWQ6Y2MxNTQ4NjUtYmQ3NC02YTRjLTliYmYtNDMyNmUxMDBlZjY0IiB4bXBNTTpEb2N1bWVudElEPSJ4bXAuZGlkOkJDRjYxODRDOEU2MzExRTU4MTZEQTgxMjlCOUE4QzUzIiB4bXBNTTpJbnN0YW5jZUlEPSJ4bXAuaWlkOkJDRjYxODRCOEU2MzExRTU4MTZEQTgxMjlCOUE4QzUzIiB4bXA6Q3JlYXRvclRvb2w9IkFkb2JlIFBob3Rvc2hvcCBDQyAoV2luZG93cykiPiA8eG1wTU06RGVyaXZlZEZyb20gc3RSZWY6aW5zdGFuY2VJRD0ieG1wLmlpZDpmMDM5MTA2Yi0wMmI3LWMyNGMtODkwOC00NWEyYzdjY2Q4NmUiIHN0UmVmOmRvY3VtZW50SUQ9InhtcC5kaWQ6Y2MxNTQ4NjUtYmQ3NC02YTRjLTliYmYtNDMyNmUxMDBlZjY0Ii8+IDwvcmRmOkRlc2NyaXB0aW9uPiA8L3JkZjpSREY+IDwveDp4bXBtZXRhPiA8P3hwYWNrZXQgZW5kPSJyIj8+/+4ADkFkb2JlAGTAAAAAAf/bAIQAAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQICAgICAgICAgICAwMDAwMDAwMDAwEBAQEBAQECAQECAgIBAgIDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMD/8AAEQgADQAPAwERAAIRAQMRAf/EAGIAAQEAAAAAAAAAAAAAAAAAAAYIAQEAAAAAAAAAAAAAAAAAAAAAEAAAAwUFCAMAAAAAAAAAAAACAwUBEwQGBwARNjcIEhU1VmZnCjoyFiYRAQAAAAAAAAAAAAAAAAAAAAD/2gAMAwEAAhEDEQA/ALalMDuhKSFz5RJF+pPUwPYoO2+oQnsFRk19VBron8zE7bxDZc26YBTOzaF8mg0pbiZT9urLmsOaWGcpJ34Z3G5O6u3bYDiKUgFUPQgy7G+U1HwYtQ+o8cWZRpLgkmpBSwNOow1YhakkQKwtFREmw6g8DLx4jCjTl77OIZJQrw2BHS3Eyn7dWXNYc0sM5STvwzuNyd1du2wf/9k=) 分类：

Linux基础编程（46） ![http://static.blog.csdn.net/images/arrow_triangle%20_down.jpg](data:image/jpeg;base64,/9j/4QAYRXhpZgAASUkqAAgAAAAAAAAAAAAAAP/sABFEdWNreQABAAQAAABGAAD/4QN6aHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wLwA8P3hwYWNrZXQgYmVnaW49Iu+7vyIgaWQ9Ilc1TTBNcENlaGlIenJlU3pOVGN6a2M5ZCI/PiA8eDp4bXBtZXRhIHhtbG5zOng9ImFkb2JlOm5zOm1ldGEvIiB4OnhtcHRrPSJBZG9iZSBYTVAgQ29yZSA1LjMtYzAxMSA2Ni4xNDU2NjEsIDIwMTIvMDIvMDYtMTQ6NTY6MjcgICAgICAgICI+IDxyZGY6UkRGIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+IDxyZGY6RGVzY3JpcHRpb24gcmRmOmFib3V0PSIiIHhtbG5zOnhtcE1NPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvbW0vIiB4bWxuczpzdFJlZj0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wL3NUeXBlL1Jlc291cmNlUmVmIyIgeG1sbnM6eG1wPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvIiB4bXBNTTpPcmlnaW5hbERvY3VtZW50SUQ9InhtcC5kaWQ6Y2MxNTQ4NjUtYmQ3NC02YTRjLTliYmYtNDMyNmUxMDBlZjY0IiB4bXBNTTpEb2N1bWVudElEPSJ4bXAuZGlkOjEzMjQzMjREOERERDExRTVBNzNBOEFDRjdFQTYxODYzIiB4bXBNTTpJbnN0YW5jZUlEPSJ4bXAuaWlkOjEzMjQzMjRDOERERDExRTVBNzNBOEFDRjdFQTYxODYzIiB4bXA6Q3JlYXRvclRvb2w9IkFkb2JlIFBob3Rvc2hvcCBDQyAoV2luZG93cykiPiA8eG1wTU06RGVyaXZlZEZyb20gc3RSZWY6aW5zdGFuY2VJRD0ieG1wLmlpZDpmMDM5MTA2Yi0wMmI3LWMyNGMtODkwOC00NWEyYzdjY2Q4NmUiIHN0UmVmOmRvY3VtZW50SUQ9InhtcC5kaWQ6Y2MxNTQ4NjUtYmQ3NC02YTRjLTliYmYtNDMyNmUxMDBlZjY0Ii8+IDwvcmRmOkRlc2NyaXB0aW9uPiA8L3JkZjpSREY+IDwveDp4bXBtZXRhPiA8P3hwYWNrZXQgZW5kPSJyIj8+/+4ADkFkb2JlAGTAAAAAAf/bAIQABAMDAwMDBAMDBAYEAwQGBwUEBAUHCAYGBwYGCAoICQkJCQgKCgwMDAwMCgwMDQ0MDBERERERFBQUFBQUFBQUFAEEBQUIBwgPCgoPFA4ODhQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQU/8AAEQgABQAKAwERAAIRAQMRAf/EAF8AAQAAAAAAAAAAAAAAAAAAAAcBAQAAAAAAAAAAAAAAAAAAAAAQAAADBQUJAAAAAAAAAAAAAAECAwAREhMEIUFxoSJi0jNjNAUlFgcRAQAAAAAAAAAAAAAAAAAAAAD/2gAMAwEAAhEDEQA/AHeoJ8v95jBaoDsc1yiJEiDRTn2iVQFI5L7gTw0sD94/k8HY6fcyYP/Z)

在Linux的多线程中使用信号机制，与在进程中使用信号机制有着根本的区别，可以说是完全不同。在进程环境中，对信号的处理是，先注册信号处理函数，当信号异步发生时，调用处理函数来处理信号。它**完全是异步**的（我们完全不知到信号会在进程的那个执行点到来！）。然而信号处理函数的实现，有着许多的限制；比如有一些函数不能在信号处理函数中调用；再比如一些函数read、recv等调用时会被异步的信号给中断(interrupt)，因此我们必须对在这些函数在调用时因为信号而中断的情况进行处理（判断函数返回时 enno 是否等于 EINTR）。

但是在多线程中处理信号的原则却完全不同，它的基本原则是：将对信号的异步处理，**转换成同步处理**，也就是说用一个线程专门的来“同步等待”信号的到来，而其它的线程可以完全不被该信号中断/打断(interrupt)。这样就在相当程度上简化了在多线程环境中对信号的处理。而且可以保证其它的线程不受信号的影响。这样我们对信号就可以完全预测，因为它不再是异步的，而是同步的（我们完全知道信号会在哪个线程中的哪个执行点到来而被处理！）。而同步的编程模式总是比异步的编程模式简单。其实多线程相比于多进程的其中一个优点就是：多线程可以将进程中异步的东西转换成同步的来处理。

**1. sigwait函数：**

1. sigwait - wait for a signal
2. #include <signal.h>
3. int sigwait(const sigset\_t \**set*, int \**sig*);
4. Description
5. The sigwait() function suspends execution of the calling thread until the delivery of one
6. of the signals specified in the signal set *set*. The function accepts the signal (removes
7. it from the pending list of signals), and returns the signal number in *sig*.
8. The operation of sigwait() is the same as sigwaitinfo(2), except that:
9. \* sigwait() only returns the signal number, rather than a siginfo\_t structure describing
10. the signal.
11. \* The return values of the two functions are different.
12. Return Value
13. On success, sigwait() returns 0. On error, it returns a positive error number.

从上面的man sigwait的描述中，我们知道：sigwait是**同步**的等待信号的到来，而不是像进程中那样是异步的等待信号的到来。sigwait函数使用一个信号集作为他的参数，并且在集合中的任一个信号发生时返回该信号值，解除阻塞，然后可以针对该信号进行一些相应的处理。

**2. 记住：**

     在多线程代码中，总是使用sigwait或者sigwaitinfo或者sigtimedwait等函数来处理信号。

     而不是signal或者sigaction等函数。因为在一个线程中调用signal或者sigaction等函数会改变所以线程中的

     信号处理函数。而不是仅仅改变调用signal/sigaction的那个线程的信号处理函数。

**3. pthread\_sigmask函数：**

   每个线程均有自己的信号屏蔽集（信号掩码），可以使用pthread\_sigmask函数来屏蔽某个线程对某些信号的

   响应处理，仅留下需要处理该信号的线程来处理指定的信号。实现方式是：利用线程信号屏蔽集的继承关系

  （在主进程中对sigmask进行设置后，主进程创建出来的线程将继承主进程的掩码）

1. pthread\_sigmask - examine and change mask of blocked signals
2. #include <signal.h>
3. int pthread\_sigmask(int *how*, const sigset\_t \**set*, sigset\_t \**oldset*);
4. Compile and link with -pthread.
5. DESCRIPTION
6. The pthread\_sigmask() function is just like sigprocmask(2), with the difference that **its use**
7. **in multithreaded programs** is explicitly specified by POSIX.1-2001.
8. Other differences are noted in this page.
9. For a description of the arguments and operation of this function, see sigprocmask(2).
10. RETURN VALUE
11. On success, pthread\_sigmask() returns 0; on error, it returns an error number.
12. NOTES
13. A new thread **inherits** a copy of its creator's signal mask.
14. (from man sigprocmask: )
15. The behavior of the call is dependent on the value of how, as follows.
16. SIG\_BLOCK
17. The set of blocked signals is the **union** of the current set and the *set* argument.
18. SIG\_UNBLOCK
19. The signals in set are removed from the current set of blocked signals. It is permissible
20. to attempt to **unblock** a signal which is not blocked.
21. SIG\_SETMASK
22. The set of blocked signals is **set** to the argument *set*.
23. If *oldset* is non-NULL, the previous value of the signal mask is stored in *oldset*.
24. If *set* is NULL, then the signal mask is unchanged (i.e., *how* is ignored), but the current
25. value of the signal mask is nevertheless returned in *oldset* (if it is not NULL).

**4. pthread\_kill函数：**

   在多线程程序中，一个线程可以使用pthread\_kill对同一个进程中指定的线程（包括自己）发送信号。注意在多线程中

  一般不使用kill函数发送信号，因为kill是对进程发送信号，结果是：正在运行的线程会处理该信号，如果该线程没有

 注册信号处理函数，那么会导致整个进程退出。

1. #include <signal.h>
2. int pthread\_kill(pthread\_t *thread*, int *sig*);
3. Compile and link with -pthread.
4. DESCRIPTION
5. The pthread\_kill() function sends the signal *sig* to thread, another thread in the same
6. process as the caller. The signal is asynchronously directed to thread.
7. If *sig* is 0, then no signal is sent, but error checking is still performed; this can be
8. used to check for the existence of a thread ID.
9. RETURN VALUE
10. On success, pthread\_kill() returns 0; on error, it returns an error number, and no signal
11. is sent.
12. ERRORS
13. ESRCH No thread with the ID thread could be found.
14. EINVAL An invalid signal was specified.

**5. 记住：**调用sigwait同步等待的信号必须在调用线程中被屏蔽，并且通常应该在所有的线程中被屏蔽（这样可以保证信号绝不会被送到除了调用sigwait的任何其它线程），这是通过利用信号掩码的继承关系来达到的。

(The semantics of sigwait require that all threads (including the thread calling sigwait) have the signal masked, for

  reliable operation. Otherwise, a signal that arrives not blocked in sigwait **might be  delivered to another thread**.)

**6. 代码示例：**(from man pthread\_sigmask)

1. #include <pthread.h>
2. #include <stdio.h>
3. #include <stdlib.h>
4. #include <unistd.h>
5. #include <signal.h>
6. #include <errno.h>
7. /\* Simple error handling functions \*/
8. #define handle\_error\_en(en, msg) \
9. do { errno = en; perror(msg); exit(EXIT\_FAILURE); } while (0)
10. static void \*
    1. sig\_thread(void \*arg)
11. {
12. sigset\_t \*set = (sigset\_t \*) arg;
13. int s, sig;
14. for (;;) {
15. s = sigwait(set, &sig);
16. if (s != 0)
17. handle\_error\_en(s, "sigwait");
18. printf("Signal handling thread got signal %d\n", sig);
19. }
20. }
21. int
    1. main(int argc, char \*argv[])
22. {
23. pthread\_t thread;
24. sigset\_t set;
25. int s;
26. /\*
27. Block SIGINT; other threads created by main() will inherit
28. a copy of the signal mask.
29. \*/
30. sigemptyset(&set);
31. sigaddset(&set, SIGQUIT);
32. sigaddset(&set, SIGUSR1);
33. s = pthread\_sigmask(SIG\_BLOCK, &set, NULL);
34. if (s != 0)
35. handle\_error\_en(s, "pthread\_sigmask");
36. s = pthread\_create(&thread, NULL, &sig\_thread, (void \*) &set);
37. if (s != 0)
38. handle\_error\_en(s, "pthread\_create");
39. /\*
40. Main thread carries on to create other threads and/or do
41. other work
42. \*/
43. pause(); /\* Dummy pause so we can test program \*/
44. return 0;
45. }

编译运行情况：

1. digdeep@ubuntu:~/pthread/learnthread$ gcc -Wall -pthread -o pthread\_sigmask pthread\_sigmask.c
2. digdeep@ubuntu:~/pthread/learnthread$ ./pthread\_sigmask &
3. [1] 4170
4. digdeep@ubuntu:~/pthread/learnthread$ kill -QUIT %1
5. digdeep@ubuntu:~/pthread/learnthread$ Signal handling thread got signal 3
6. digdeep@ubuntu:~/pthread/learnthread$ kill -USR1 %1
7. digdeep@ubuntu:~/pthread/learnthread$ Signal handling thread got signal 10
8. digdeep@ubuntu:~/pthread/learnthread$ kill -TERM %1
9. digdeep@ubuntu:~/pthread/learnthread$
10. [1]+ Terminated ./pthread\_sigmask
11. digdeep@ubuntu:~/pthread/learnthread$

这个例子演示了：通过在主线程中阻塞一些信号，其它的线程会继承信号掩码，然后专门用一个线程使用sigwait函数来同步的处理信号，使其它的线程不受到信号的影响。